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Each example exhibits a particular 
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Percentage of programs whose type errors 

could be removed with at most n suggestions

GTD overhead compared to counter-

factual typing is less than 0.5s
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